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# Introduction to R - Session 1

In this introductory session we are going to be loading a comma seperated value text file (csv) in to R, carrying out a simple calculation and saving the data back to a new csv file.

We will be using base R for all of today’s exercise. We will look into using libraries in the next session.

We will be taking the following steps;

* Load data in to R
* Carry out simple calculation
* Use a very simple plot to explore the data
* Save dataframe back to csv file

# Working directory

It is possible to work in R without doing this by providing the full path to each file that you intend to work with. This can however increase the amount of code that you need to use and can also lead to files accidentally being saved in the wrong folder and potentially getting lost.

To set the working directory we will use the *setwd( )* command.

# You can either use a forward slash ( / ) or a double backslash ( \\ )  
  
setwd('//dsfin/corpcom/LBBDR/TNG/Session 1')

To check the active directory that you are working in you can use the *getwd( )* command. This will return the current working directory.

getwd()

## [1] "\\\\dsfin/corpcom/LBBDR/TNG/Session 1"

# Load data in to R

We will use the *read.csv( )* command to load data in to R from a csv file.

## Assignment operator

When we load the data in to R we will assign it to a variable which we will call *df* as the data type we will be using is a **dataframe**.

In R there are two wasy of doing this. The standard way is to use the *<-* symbol. This is the method that is widely used and the short cut to place this symbol is **ALT** + **-**.

R will also accept the *=* symbol as is used in other programming languages.

## Data Frame

A DataFrame is a special tabular data type, similar to a spreadsheet, which can be used to store data in rows and columns. Each column in a dataframe can hold a different type of data such as characters, numerical data and boolean (True / False).

df <- read.csv('session1.csv')

### Head()

Once you have read in the data use the *head( )* command to explore the top rows of the dataframe. By default this shows the top 6 rows, however you can provide an additional arguement to the head() function to provide more or less.

head(df) #You can also use tail(df) to view the bottom of the dataframe

## area ph2006 ph2016 population2006 population2016  
## 1 City of London 185 150 7239 9401  
## 2 Barking and Dagenham 40 20 167060 206460  
## 3 Barnet 120 100 330729 386083  
## 4 Bexley 105 90 223217 244760  
## 5 Brent 100 75 276534 328254  
## 6 Bromley 120 100 301048 326889

## Working with dataframes

There are two ways to work with a dataframe these are using *names* or *indexes* for the rows and columns.

In order to select the first column from the data you can select by name by using the *$* sign as follows.

df$area

## [1] City of London Barking and Dagenham Barnet   
## [4] Bexley Brent Bromley   
## [7] Camden Croydon Ealing   
## [10] Enfield Greenwich Hackney   
## [13] Hammersmith and Fulham Haringey Harrow   
## [16] Havering Hillingdon Hounslow   
## [19] Islington Kensington and Chelsea Kingston upon Thames   
## [22] Lambeth Lewisham Merton   
## [25] Newham Redbridge Richmond upon Thames   
## [28] Southwark Sutton Tower Hamlets   
## [31] Waltham Forest Wandsworth Westminster   
## 33 Levels: Barking and Dagenham Barnet Bexley Brent Bromley ... Westminster

Or you can use the column index, in this case the index is 1. Enclose this in square brackets as follows.

Use a single set of square brackets to access the column of data *[1]* and double square brackates to access the actual figures *[[1]]*.

df[[1]]

## [1] City of London Barking and Dagenham Barnet   
## [4] Bexley Brent Bromley   
## [7] Camden Croydon Ealing   
## [10] Enfield Greenwich Hackney   
## [13] Hammersmith and Fulham Haringey Harrow   
## [16] Havering Hillingdon Hounslow   
## [19] Islington Kensington and Chelsea Kingston upon Thames   
## [22] Lambeth Lewisham Merton   
## [25] Newham Redbridge Richmond upon Thames   
## [28] Southwark Sutton Tower Hamlets   
## [31] Waltham Forest Wandsworth Westminster   
## 33 Levels: Barking and Dagenham Barnet Bexley Brent Bromley ... Westminster

# Basic calculations

In today’s example we will be carrying out a calculation using two columns from the dataframe to caculate the number of public houses per London borough per 1,000 population.

To do this we will use the following calculation

We will carryout this calculation and save it as a new column within the dataframe *(df)*.

df$PHper1000\_2006 <- (df$ph2006 / df$population2006) \* 1000  
df$PHper1000\_2016 <- (df$ph2016 / df$population2016) \* 1000  
  
head(df) #use head() to see the two new columns

## area ph2006 ph2016 population2006 population2016  
## 1 City of London 185 150 7239 9401  
## 2 Barking and Dagenham 40 20 167060 206460  
## 3 Barnet 120 100 330729 386083  
## 4 Bexley 105 90 223217 244760  
## 5 Brent 100 75 276534 328254  
## 6 Bromley 120 100 301048 326889  
## PHper1000\_2006 PHper1000\_2016  
## 1 25.5560160 15.95574939  
## 2 0.2394349 0.09687106  
## 3 0.3628348 0.25901166  
## 4 0.4703943 0.36770714  
## 5 0.3616192 0.22848160  
## 6 0.3986075 0.30591424

# Some basic plots

## Distribution

A boxplot is a very good way to look at the distribution of one or more numberical datasets.

A box plot will show us the distribution of the data and help us to identify whether we have any outliers.

boxplot(df$PHper1000\_2016, main='Public Houses per 1,000 population (2016)', ylab='Rate per 1,000 population')

![](data:image/png;base64,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)

In this example there is an extreme outlier, City of London, who have a very small population of 9401 and 150 public houses.

We can remove this outlier by removing the first row of the dataframe.

When selecting columns and rows from a dataframe use the square bracket method in a dataframe[row, column] format.

If you leave either the row value or coumn value blank you are selecting **all** rows or columns.

If you use a minus *(-)* symbol you are select all rows / columns but the one(s) you mention.

Therefore we remove the first row as follows. Don’t forget to assign the filtered dataframe back to the varaible df.

df <- df[-1, ]

Display the boxplot again to see if it has improved.

We can also pass more than one column into the boxplot function to compare two years. The following chart compares 2006 and 2016 data.

boxplot(df[6:7], main='Public Houses per 1,000 population (2006 and 2016)', ylab='Rate per 1,000 population')
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We can see that there is still a single outlier (Westminster) however depending on our analysis we may want to keep that is the data.

## Bar chart

You may want to see a bar plot of the data for each London borough.

In today’s session we will do this displaying the boroughs in alphabetical order. In future sessions we will explore sorting the data before plotting.

barplot(height = df$PHper1000\_2016, names.arg = substr(df$area, 1, 3), main = 'Number of Public Houses per 1,000 residents (2016)', xlab='London Borough Truncated', ylab='Rate per 1,000 residents')
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# Save data to csv

Now we have created new data we can save it to a new csv file. In this case the processing has not been very difficult but it is standard practice to keep your original data unmodified and to then keep a *‘clean’* version of the data and possibly a *modelled* or *processed* version also.

To do this we will use the *write.csv( )* command. This command requires two arguements the data to be written and the file is to be written to.

By default R will include the row names in the first column of the saved csv file. In order to prvent this provide the additional arguement *row.names = FALSE* when writing the csv file.

Also note that R will over write any file that you instruct it to without a warning. *Please be careful!*

write.csv(df, 'session 1 data with rate.csv', row.names = FALSE)